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# Задачи по варианту

## Задача №3. Максимальный доход от рекламы [0.5 баллов]

Даны две последовательности a1, a2, ..., an (ai - при- быль за клик по i-му объявлению) и b1, b2, ..., bn (bi - среднее количество кликов в день i-го слота), нужно разбить их на n пар (ai, bj ) так, чтобы сумма их произведений была максимальной.

with open('input.txt') as file:

    value\_of\_ads = int(file.readline())

    cost\_of\_ad = list(map(int, file.readline().split()))

    value\_of\_clicks = list(map(int, file.readline().split()))

    cost\_of\_ad.sort()

    value\_of\_clicks.sort()

def find\_max\_profit(value\_of\_ads, cost\_of\_ad, value\_of\_clicks):

    profit = 0

    for i in range(value\_of\_ads):

        profit += cost\_of\_ad[i] \* value\_of\_clicks[i]

    return profit

profit = find\_max\_profit(value\_of\_ads, cost\_of\_ad, value\_of\_clicks)

f = open('output.txt', 'w')

После сортировки a-шек и b-шек мы просто их перемножаем, так как минимальные значения идут по порядку.
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## Задача №4. Сбор подписей [0.5 баллов]

Необходимо из данных отрезков выбрать такие точки, чтобы хотя бы одна из них присутствовала в этих отрезках.

with open('input.txt') as fp:

    lines = fp.readlines()

    segments = lines[1:]

def optimal\_points(segment):

    points = []

    segment = [[int(i) for i in segment.split()] for segment in segment]

    segment.sort(key = lambda x: x[1])

    while segment:

        point = segment[0][1]

        points.append(point)

        segment = [segment for segment in segment if segment[1] < point or segment[0] > point]

    return points

f = open('output.txt', 'w')

f.write(str(len(optimal\_points(segments))) + '\n' + ' '.join([str(i) for i in optimal\_points(segments)]))

После сортировки отрезков, выбираем конечную точку первого отрезка и формируем список из условия, что следующий отрезок не пересекается с нашим.
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Вывод по задаче:

## Задача №10. Яблоки [1.5 баллов]

Алиса очень голодная и хочет съесть все n яблок, но боится, что в какой-то

момент ее рост s станет равным нулю или еще меньше, и она пропадет со-

всем. Помогите ей узнать, можно ли съесть яблоки в таком порядке, чтобы в любой момент времени рост Алисы был больше нуля.

def apples(h, x):

    x = sorted(x, key=lambda apple: apple[1])

    x.reverse()

    res = []

    while len(x) > 0:

        for i in range(len(x)):

            if h - x[i][0] > 0:

                h += x[i][1]

                res.append(x[i][2])

                del x[i]

                break

            elif i == len(x) - 1:

                return -1

    return " ".join(map(str, res))

if \_\_name\_\_ == "\_\_main\_\_":

    n, s = map(int, input().split())

    x = []

    for i in range(n):

        x.append(list(map(int, input().split())))

        x[i][1] = x[i][1] - x[i][0]

        x[i].append(i + 1)

    f = open('output10.txt', 'w')

    f.write(str((apples(s, x))))

Добавляем в массив прибавочный рост после съедения яблок и сортируем по этому значению. При этом сохраняем индексы. Далее проходимся по массиву пока в нем есть элементы. Смотрим не становится ли рост равным или меньшим нулю. Иначе съедаем яблоко. Если никакое яблоко не съедено, то выходим из цикла с -1.
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## Задача №13. Сувениры [1.5 баллов]

Необходимо поровну разделить сувениры между 3 друзьями.

with(open('input13.txt')) as file :

    prices = list(map(int, file.readline().split()))

def we\_are\_still\_friends(prices):

    total\_cost = sum(prices)

    if len(prices) < 3 or total\_cost % 3 != 0:

        return 0

    else:

        prices.sort()

        prices = prices[-1:0:-1]

        part\_of\_each = total\_cost // 3

        for \_ in range(3):

            souvenirs\_of\_person = []

            index\_of\_souvenir = 0

            while sum(souvenirs\_of\_person) < part\_of\_each:

                if len(prices) - 1 < index\_of\_souvenir:

                    return 0

                else:

                    adding\_souvenir = prices[index\_of\_souvenir]

                    if sum(souvenirs\_of\_person) + adding\_souvenir <= part\_of\_each:

                        souvenirs\_of\_person.append(adding\_souvenir)

                        prices.pop(index\_of\_souvenir)

                    else:

                        index\_of\_souvenir += 1

        if prices is []:

            return 1

result = we\_are\_still\_friends(prices)

f = open('output.13txt', 'w')

f.write(str(result))

Мы сортируем список сувениров по убыванию и добавляем по очереди каждому сувениры, пока их стоимость не будет равна общей стоимости сувениров / 3. После того как prices обрела итоговый вид смотрим, если списки пустые - то все распределилось поровну.
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Вывод по задаче: Задача позволяет динамически найти равные подмножества из сумм компонентов.

## Задача №18. Кафе [2.5 баллов]

Требуется найти минимально возможную суммарную стоимость обедов и номера дней, в которые вам следует воспользоваться купонами.

with open('input18.txt', 'r') as file:

    days = int(file.readline())

    price = []

    for i in range(days):

        price.append(int(file.readline()))

def cafe(coupons\_count, price):

    A = [[100000 for \_ in range(coupons\_count + 1)] for \_ in range(coupons\_count + 1)]

    A[0][0] = 0

    coupons = [0, 0]

    lunch = []

    for i in range(1, len(A)):

        for j in range(len(A[0]) - 1):

            if price[i - 1] <= 100:

                A[i][j] = min(A[i - 1][j] + price[i - 1], A[i - 1][j + 1])

            else:

                A[i][j] = min(A[i - 1][j - 1] + price[i - 1], A[i - 1][j + 1])

    minimum = min(A[coupons\_count])

    for i in range(coupons\_count):

        if minimum == A[coupons\_count][i]:

            coupons[0] = i

    j = coupons[0]

    i = coupons\_count

    coupons[1] = 0

    while i != 0 or j != 0:

        if price[i - 1] <= 100:

            if A[i - 1][j] + price[i - 1] <= A[i - 1][j + 1]:

                i -= 1

            else:

                lunch.append(i)

                i -= 1

                j += 1

                coupons[1] += 1

        else:

            if A[i - 1][j - 1] + price[i - 1] <= A[i - 1][j + 1]:

                i -= 1

                j -= 1

            else:

                lunch.append(i)

                i -= 1

                j += 1

                coupons[1] += 1

    return minimum, coupons, sorted(lunch)

with open('output18.txt', 'w') as f:

    if 1 <= days <= 10 \*\* 2 and min(price) >= 0 and max(price) < 300:

        answ, coupons, coupon\_days = cafe(days, price)

        f.write(str(answ) + '\n')

        for coupon in coupons:

            f.write(str(coupon) + ' ')

        for day in coupon\_days:

            f.write('\n' + str(day))

Добавляем в массив прибавочный рост после съедения яблок и сортируем по этому значению. При этом сохраняем индексы. Далее проходимся по массиву пока в нем есть элементы. Смотрим не становится ли рост равным или меньшим нулю. Иначе съедаем яблоко. Если никакое яблоко не съедено, то выходим из цикла с -1.
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Вывод по задаче: научился Интерактивной динамики

# Дополнительные задачи

## Задача №1. Максимальная стоимость добычи [0.5 баллов]

Цель - реализовать алгоритм для задачи о дробном рюкзаке.

with open('input1.txt') as file:

    n, W = list(map(int, file.readline().split()))

    items = [list(map(int, file.readline().split())) for i in range(n)]

items.sort(key=lambda item: (item[0] / item[1]), reverse=True)

taken = 0

max\_parts = 0

for k, current in items:

    if taken + current <= W:

        max\_parts += k

        taken += current

    else:

        max\_parts += (k / current) \* (W - taken)

        break

f = open('output1.txt', 'w')

f.write(str((round(max\_parts, 4))))

Считывая с файла строки, включающие вес и стоимость предметов соответственно, мы сортируем элементы по отношению веса к стоимости для нахождения наиболее выгодной части (или целого) предмета. Затем с помощью цикла высчитываем конкретные части, а в конце, когда количество целых становится больше, чем может поместиться, берем максимальное количество частей от следующего в списке предмета.
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Вывод по задаче: Простая реализация жадного алгоритма позволяет компоновано и быстро решать задачи про дробный рюкзак и развивать понимание жадных алгоритмов.

## Задача №2. Заправки [0.5 баллов]

Необходимо найти минимальное количество заправочных станций, чтобы автомобиль смог доехать.

with open('input.txt') as fp:

    lines = fp.readlines()

    distance = int(lines[0])

    tank\_size = int(lines[1])

    gas\_stations = lines[3]

gas\_stations\_count = len(gas\_stations.split())

gas\_stations = [int(i) for i in gas\_stations.split()]

def car\_fueling(distance, tank\_size, gas\_stations\_count, gas\_stations):

    num\_refill, curr\_refill, limit = 0, 0, tank\_size

    while limit < distance:

        if curr\_refill >= gas\_stations\_count or gas\_stations[curr\_refill] > limit:

            return -1

        while curr\_refill < gas\_stations\_count-1 and gas\_stations[curr\_refill + 1] <= limit:

            curr\_refill += 1

        num\_refill += 1

        limit = gas\_stations[curr\_refill] + tank\_size

        curr\_refill += 1

    return num\_refill

f = open('output.txt', 'w')

f.write(str(car\_fueling(distance, tank\_size, gas\_stations\_count, gas\_stations)))

После считывания данных мы заводим функцию, которая в цикле проверяет на возможность заправки автомобиля, если требуемый расход больше, чем количество км до след станции, то следственно возвращаем -1. Если же условия соблюдаются, то бы собираем в limit запас топлива и прибавляем к количеству заправок +1.
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Вывод по задаче: Теперь смело можно покупать машину

## Задача №5. Максимальное количество призов [0.5 баллов]

Необходимо представить заданное натуральное число n в виде суммы как можно большего числа попарно различных натуральных чисел.

with open('input.txt') as file:

    inf\_from\_file = int(file.readline())

def find\_max\_det(number):

    for i in range(number - 1, 0, -1):

        if number % i == 0:

            return i

def happy\_kids(value\_of\_candies):

    value\_of\_pairs = find\_max\_det(value\_of\_candies)

    k = value\_of\_pairs

    candies = []

    while value\_of\_pairs != 0:

        candies.append(value\_of\_pairs)

        value\_of\_pairs -= 1

    return k, candies

k, candies = happy\_kids(inf\_from\_file)

f = open('output.txt', 'w')

f.write(str(k, candies))

Для удобства создаем функцию, которая находит наибольшее число, на которое без остатка делится данное, затем просто формируем список из этих чисел и кол-во мест.
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Вывод по задаче: Дети счастливы

## Задача №6. Произведение матриц [0.5 баллов]

В качестве последнего вопроса успешного собеседования ваш начальник дет вам несколько листков бумаги с цифрами и просит составить из этих цифр наибольшее число. Полученное число будет вашей зарплатой, поэтому вы очень заинтересованы в максимизации этого числа. Как вы можете это сделать?

def compare(a, b):

    a = str(a)

    b = str(b)

    for i in range(min(len(a), len(b))):

        if a[i] < b[i]:

            return 1

        if a[i] > b[i]:

            return -1

    if len(a) < len(b):

        return -1

    if len(a) > len(b):

        return 1

    return 0

def special\_sort(array):

    if len(array) <= 1:

        return array

    state\_element = array[0]

    left = []

    right = []

    middle = []

    for i in array:

        if compare(i, state\_element) == 0:

            middle.append(i)

        if compare(i, state\_element) == 1:

            right.append(i)

        if compare(i, state\_element) == -1:

            left.append(i)

    left = special\_sort(left)

    right = special\_sort(right)

    return left + middle + right

f = open('input6.txt')

n = list(map(int, f.readline().split()))

file\_output = open('output6.txt', 'w')

file\_output.write(str(''.join(map(str, special\_sort(n)))))

Реализация: для начала создаем функцию для нахождения наибольшего числа среди двух, после создания функции мы проходясь по циклу смотрим, если число большее, то мы его добавляем в список левых элементов(больших) и также с равными и меньшими. После этого соединяем 3 списка и правильно выводим.
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## Задача №7. Распечатка [0.5 баллов]

Дано n сапог, нуждающихся в починке. Определите, какое максимальное количество из них сапожник сможет починить за один рабочий день.

with open('input.txt') as file:

    K, n = map(int, file.readline().split())

    time\_for\_each = list(map(int, file.readline().split()))

time\_spent = 0

shoes\_done = 0

time\_for\_each.sort()

while time\_spent < K and time\_for\_each:

    for item in time\_for\_each:

        if item + time\_spent <= K:

            shoes\_done += 1

            time\_spent += item

            del time\_for\_each[time\_for\_each.index(item)]

        else:

            continue

f = open('output.txt', 'w')

f.write(str(shoes\_done))

В цикле выписываем условие, при котором он будет выполняться до того момента, пока сумма времени не перевалит за границу или пока в массиве не закончатся элементы. Если время подходит под условие, то есть сапожник успеет выполнить задание – прибавляем к готовой обуви ещё одну, а к затраченному времени – время на ремонт этой пары. Затем удаляем эту пару из массива с помощью поиска по индексу.
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Вывод по задаче: Простая задача = халява

## Задача №8. Расписание лекций [1 баллов]

Необходимо выбрать из этих заявок такое подмножество, чтобы суммарно выполнить максимальное количество заявок.

with open('input.txt') as file:

    inf\_from\_file = list(file.read().splitlines())

def find\_beginnings\_and\_endings(file\_inf):

    beginnings = []

    endings = []

    for i in range(1, int(file\_inf[0]) + 1):

        begin, end = file\_inf[i].split()

        beginnings.append(int(begin))

        endings.append(int(end))

    return beginnings, endings

def find\_max\_values\_of\_lectures(beginnings, endings, total\_value\_of\_lectures):

    t, minutes\_left, counter = 0, 0, 0

    while minutes\_left < 1440:

        minutes\_left = 1440

        for i in range(total\_value\_of\_lectures):

            if beginnings[i] >= t and endings[i] < minutes\_left:

                minutes\_left = endings[i]

        if minutes\_left < 1440:

            t = minutes\_left

            counter += 1

    return counter

beginnings, endings = find\_beginnings\_and\_endings(inf\_from\_file)

result = find\_max\_values\_of\_lectures(beginnings, endings, int(inf\_from\_file[0]))

f = open('output.txt', 'w')

f.write(str(result))

После считывания данных мы в цикле перебираем те лекции, которые умещаются в 1440 минут, а затем если нашлась лекция, меньшая чем это число, то t(начало след лекции затем) мы меняем на значение окончания поступившей лекции.
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Вывод по задаче: Опять делаем расписание вместо ИТМО.

## Задача №9. Распечатка [1 баллов]

Требуется по заданному объему заказа в листах N определить минимальную сумму денег в рублях, которой будет достаточно для выполнения заказа.

from cmath import inf

f = open('input.txt')

N = int(f.readline())

numbers = [[10\*\*j, int(f.readline())] for j in range(7)]

numbers = list(map(lambda k: [k[0], k[1], k[1] / k[0]], numbers))

numbers.sort(key=lambda amount: amount[2])

min\_in, min\_sum = inf, 0

N\_ = N

for i in numbers:

    if i[0] > N and i[1] < min\_in:

        min\_in = i[1]

        continue

    while N\_ >= i[0]:

        N\_ -= i[0]

        min\_sum += i[1]

f = open('output.txt', 'w')

f.write(str(min(min\_in, min\_sum)))

C помощью двумерного массива numbers, состоящего из массивов из двух элементов (10^j как количество листов, о котором говорится в задании, и введенного из строки числа), затем отсортированного по отношению числа к 10^j для высчитывания более оптимального выбора. Для высчитывания оптимального выбора берем две переменные для различного поиска минимальных (чтобы потом выбрать среди них наименьшее), одна из которых получается путем присваивания целого элемента части массива, итерируемого как i, а вторая – путем суммы частей.
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Вывод по задаче: смесь динамического программирования и циклов

## Задача №11. Максимальное количество золота [1 баллов]

Даны n золотых слитков, найдите максимальный вес золота, который поместится в сумку вместимостью W.

with open('input.txt') as file:

    W, n = map(int, file.readline().split())

    A = list(map(int, file.readline().split()))

F = [1] + [0] \* W

F\_new = F[:]

for j in range(len(A)):

    for i in range(A[j], W + 1):

        if F[i - A[j]] == 1:

            F\_new[i] = 1

    F = F\_new[:]

i = W

while F[i] == 0:

    i -= 1

f = open('output.txt', 'w')

f.write(str(i))
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## Задача №12. Последовательность [1 баллов]

Требуется определить, можно ли разбить элементы последовательности на две части таким образом, что сумма элементов в каждой из частей будет равна половине суммы всех элементов последовательности.

import time  
  
t\_start = time.perf\_counter()  
import tracemalloc  
  
tracemalloc.start()  
  
  
def find\_a\_middle(x):  
 if sum(x) % 2 == 0:  
 s = sum(x) / 2  
 x = sorted(x, reverse=True)  
 a = []  
 for i in range(2):  
 y = []  
 j = 0  
 while sum(y) != s:  
 if (sum(y) + x[j]) <= s:  
 y.append(x[j])  
 del(x[j])  
 else:  
 j += 1  
 if j > len(x):  
 return '-1'  
 a.append(y)  
 return a  
 else:  
 return '-1'  
  
  
with open('input.txt') as inp:  
 ln = inp.readlines()  
arr = list(map(int, ln[1].split()))  
answ = find\_a\_middle(arr)  
print(answ)  
with open('output.txt', 'wt') as outp:  
 if answ == '-1':  
 outp.write("-1")  
 exit  
 outp.write(str(len(answ[0])) + "\n")  
 out = ''  
 for i in range(len(answ[0])):  
 out += str(answ[0][i]) + " "  
 outp.write(out)

![](data:image/png;base64,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) ![](data:image/png;base64,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)

## Задача №14. Макс значение арифметического выражения [2 баллов]

В этой задаче ваша цель - добавить скобки к заданному арифметическому

выражению, чтобы максимизировать его значение.

with open('input.txt') as file:

    str1 = file.readline()

d, op, m, M = [], [], [], []

for i in str1:

    if i == "+" or i == "\*" or i == "-":

        op.append(i)

    else:

        d.append(int(i))

def MinandMax(i, j, m, M, op):

    minimum1 = float("+inf")

    maximum1 = float("-inf")

    for k in range(i, j):

        if op[k] == '\*':

            a = M[i][k] \* M[k + 1][j]

            b = M[i][k] \* m[k + 1][j]

            c = m[i][k] \* M[k + 1][j]

            d = m[i][k] \* m[k + 1][j]

        elif op[k] == '+':

            a = M[i][k] + M[k + 1][j]

            b = M[i][k] + m[k + 1][j]

            c = m[i][k] + M[k + 1][j]

            d = m[i][k] + m[k + 1][j]

        else:

            a = M[i][k] - M[k + 1][j]

            b = M[i][k] - m[k + 1][j]

            c = m[i][k] - M[k + 1][j]

            d = m[i][k] - m[k + 1][j]

        minimum1 = min(minimum1, a, b, c, d)

        maximum1 = max(maximum1, a, b, c, d)

    return minimum1, maximum1

def maxValue(d, op):

    n = len(d)

    m = []

    M = []

    for i in range(len(d)):

        m.append([])

        M.append([])

        for j in range(len(d)):

            m[i].append(0)

            M[i].append(0)

    for i in range(n):

        m[i][i] = d[i]

        M[i][i] = d[i]

    for s in range(1, n):

        for i in range(n - s):

            j = i + s

            m[i][j], M[i][j] = MinandMax(i, j, m, M, op)

    return M[0][n - 1]

answer = maxValue(d, op)

with open("output.txt", "w") as f:

    f.write(str(answer))

Первая функция служит для распределения минимума и максимума наших операций
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Вывод: стал великим математиком

## Задача №15. Удаление скобок [2 балла]

Реализовать алгоритм удаления скобок

maximum = 10\*\*9  
  
with open('input.txt') as file:  
 s = file.readline()  
  
  
n = len(s)  
  
dp = [[maximum]\*(n + 1) for i in range(n + 1)]  
best = [[-1]\*(n + 1) for i in range(n + 1)]  
  
for i in range(n + 1):  
 dp[i][i] = 1  
  
for i in range(n - 1):  
 if (s[i] == '(' and s[i + 1] == ')') or (s[i] == '[' and s[i + 1] == ']') or (s[i] == '{' and s[i + 1] == '}'):  
 dp[i][i + 1] = 0  
 best[i][i + 1] = -2  
  
for L in range(2, n + 1):  
 for left in range(n - L + 1):  
 right = left + L - 1  
 if (s[left] == '(' and s[right] == ')') or (s[left] == '[' and s[right] == ']') or (s[left] == '{' and s[right] == '}'):  
 if dp[left][right] > dp[left + 1][right - 1]:  
 dp[left][right] = dp[left + 1][right - 1]  
 best[left][right] = -2  
 for mid in range(left, right):  
 cur = dp[left][mid] + dp[mid + 1][right]  
 if dp[left][right] > cur:  
 dp[left][right] = cur  
 best[left][right] = mid  
  
  
res = list(s)  
  
  
def ans(left, right):  
 if best[left][right] == -1:  
 res[left] = res[right] = ''  
 if left == right:  
 return  
 if best[left][right] == -2:  
 if left + 1 == right:  
 return  
 ans(left + 1, right - 1)  
 else:  
 ans(left, best[left][right])  
 ans(best[left][right] + 1, right)  
 return  
  
  
ans(0, n - 1)  
print(\*res, sep='')

Первый делом определяем какое кол-во скобок можно удалить, чтобы получилась правильная последовательность. Вторым делом выбираем наилучший вариант и записываем его в ответ.
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## Задача №17. Ход конем [2.5 баллов]

Напишите программу, определяющую количество телефонных номеров длины N, набираемых ходом коня.

import copy

with open('input.txt') as file:

    length\_of\_number = int(file.readline())

def find\_value\_of\_numbers(length\_of\_number):

    previos = [4, 2, 1, 0]

    current = [0 for \_ in range(4)]

    if length\_of\_number > 1:

        for i in range(length\_of\_number - 1):

            current[0] += previos[1] \* 2 + previos[2] \* 2

            current[1] += previos[0] + previos[3] \* 2

            current[2] += previos[0]

            current[3] += previos[1]

            previos = copy.copy(current)

            current = [0 for \_ in range(4)]

        return sum(previos)

    else:

        return 8

result = find\_value\_of\_numbers(length\_of\_number)

f = open('output.txt', 'w')

f.write(str(result))

Для решения этой задачи применим метод динамического программирования. Пусть b[d][k] – количество номеров, набираемых ходом коня, которые начинаются с цифры d и состоят из k цифр. Тогда b[d][1]=1 для всех d, а b[d][k] для любого d вычисляется через сумму b[i][k-1] для k>1. Так, например, b[4][k] = b[0][k-1]+b[3][k-1]+b[9][k-1]. Увеличивая k от 2 до n мы получим значения b[d][n], сумма которых (за вычетом b[0][n] и b[8][n]) и даст ответ на поставленную задачу.
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Вывод по задаче: благодаря простому динамическому программированию задача решается просто независимо от коня.

## Задача №19. Произведение матриц [3 баллов]

Требуется найти оптимальную расстановку скобок в произведении после-

довательности матриц.

import copy

with open('input17.txt') as file:

    length\_of\_number = int(file.readline())

def find\_value\_of\_numbers(length\_of\_number):

    previos = [4, 2, 1, 0]

    current = [0 for \_ in range(4)]

    if length\_of\_number > 1:

        for i in range(length\_of\_number - 1):

            current[0] += previos[1] \* 2 + previos[2] \* 2

            current[1] += previos[0] + previos[3] \* 2

            current[2] += previos[0]

            current[3] += previos[1]

            previos = copy.copy(current)

            current = [0 for \_ in range(4)]

        return sum(previos)

    else:

        return 8

result = find\_value\_of\_numbers(length\_of\_number)

f = open('output17.txt', 'w')

f.write(str(result))

Реализация: для работы с матрицами создаем три массива, два из которых – двумерные: matr\_sizes для хранения размеров матриц, min\_ops – для минимального количества матриц, choices – для хранения нужных k. Создаем две функции: matrixMult для самого перемножения матриц и matrixCreation для подбора нужной комбинации скобок.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAO0AAACACAYAAADnJ+4LAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABDPSURBVHhe7Z17bFVFHsd/61trwypFWUTUoliKT7ASpSyVKERQE4sk2GhWV5BEJKwJsCy6dEtWFoHE3cD+gVRC1CAJ25qA1MVHsYLxUQVRXhHbRMFG5eHWWt/Gne/cmfbc03tvb2/vY8Z+P8np6XnN3HNmvvP7zZxzfuc3Q4YM+UUIId5wgpkTQjyBoiXEMyhaQjyDoiXEMyhaQjyDo8cOccYZZ8g333xjltLDuQMHyuRbJsupp55q1sSm9X+t8vzmzfLVV1+ZNcRVKFpHKC0tlRtvvFFeeeUV2b59u1nbe0aOGiULH14oZ+TlmTWx+eKLL6Tykb/Kxx9/bNbE5qGHHpLTTz9dnnzySfn888/NWpJNKFpHOPHEE2XatGlSVFQkL774YlqFm05cF+2wYcP0ddy2bVuXa3jLLbfIuHHjzJLI3r17Zd26dWbJH07s16/f38z/JIf88ssvsm/fPhmo3NmSkhL54Ycf5NChQ2Zr6kBgxSNGyHmDB8vvBg3qmE455RRpbW01eyXPm2++qcXQ3t5u1mQXCO+uu+6STz/9VI4dO2bWiowdO1YeeOABueaaa+Skk06SgwcPyieffGK2Ro6DN/P8889LdXW1fPfdd3L99dfLaaedJh9++KHZq5Nzzz1X5syZI0OHDpX33nvPrE1MKsekAgeiHOLnn3+WDRs26Eo0ceJEXal6y/DiYllUuUj+vuTRqOkP995r9vAfiAWiPXDggGzatEk3eEGw/YorrtDbrfXFHMtYj+0+kbR7DLcDLRxaboAKtmXLligXJOx+fPnll1FuFC7s5MmTtSsYJpGrApdskLIOlnC699xzj4xQ1sQSK61w3t9++60888wzHa1seHswDxTqfffdJy0tLVHpIl/8LrsffieOC+6DdWeddVZUXt1hXeVLLrlEX+PGxkazJffgfMDjjz+u53YZ523LIHxtUS+uvfZa7fZPmDChow4FyymeWxvMD/8H60E4H4ByvOmmm+Sll17qSMeW3/vvv68trQX73nDDDR0NpSVWPcVvBei+BOs96kBhYaF88MEHMmrUqC7HxKvTvSFpS4sT/+mnn2TNmjUxWzP8eLgf2DZv3jw94aLOmjVLF4gFxwX3WbFihS7weCBfuGLYD/sjf7g0N998s96OtE8++eSO9JA2LiwqShDVDdAjo0inoaHBrO0Ex6xdu7bjN4GKigo9TxX8hmAlSxZrceEu4zyHDx9utriJPUd77eB6otIHgVAhWIgsWE6oN8kC4aLsUK9QDxYtWpR0QwgKCgrMfxFQJzBiH7a0ECTyQr2E8PB7IT5MaJzhggOIG4JFA7Fx48aYx2SCpEWLE4RoY/WDIBz8+B07dkS1kmiRQFC0PQUX6YknnuiwqpajR4/qOQoNBWjBMsQZLiAso7DD6ViQhq0A2AdWFRUtXKDJgnOGdUHfCtctVdA/s5YpFTB6/J/aGqnb+t+E07qnn5ILLrjAHNUzUFFfeOEF/T+uHSwavItguaMhQuW21xj1BO4pBJ/qNU4WW55oJCA0YMunp7zzzjv63GDNkVZzc3NUnc8GSYs2UaW3Vjjc6mEZBRoWUCqgRV6+fLl20dFaB90cFMDixYv19rlz5+qLGgbrEll0APcLaWAKutupAEuD/Pbv32/WJA9crClTpuj+1ssvvyw7d+40W3rOfmWtF1ctlkcWPpxwWv7YY3L48GFzVM9I1Bha4GGF90HDC68JBiHTwOqhkbjttts66tHbb7+t74t399uDQKAQKrwGYBurbJKUaCFKtIiwGrkCFx0uBwSLC27dKsxnzJihC8C6Z2FxQtT5+fnS1NRk1kSDFnPp0qX6f6SByfZhgG2pg1bBXpNYwC1GI2E9jZ4QFCz6gK+99prZkhoQ1Pu7d8vOd99NOO3ds1dbw18ztg5hgmsN4nmPibBeXq5ISrS4BRFvaBygUsONC7pDAMuovOk8SfwGtHQQDKwh5hBY0PKGwShsLE/AgiF6uNTr1683a7piW1RYcrTUsMo//vijXhckLy9Pu11oROLlF490CxZ05x5Pv3+G2TP7YKANDay9TqhDQauLhrE3XYNEIG1cZzTGPbG0qNMjR47U5QPs2Eo26Va09uQglHiV0AoJA1G2zwDgImJQojejn7hIsKQWa+FgQSBWzIPuMC5icBnHo7+Nfla8wgm7aTgH9H+C4NglS5Z0tNQLFiyQI0eOmK2dXHjhhboiJmpEYpEJwQLcz6yrq5PNmzbFnHbvytz9xCAQ3x133KHLD9hBOuu9oQ7huuH87T7hsgTWKtp9ksX2QS12kNE2xqgn6GJZDw7lHa5byBPn0NbWpvvnqFPBfnKsYzJBtw9X4GYxfsQ555yj/XhMl156qR6xxRzPtOKC42by4MGD9QnY/XBysEr2RjwGOmDVIHB74/vMM8/ULRf2jXVDun///jrNSZMm6TRhNVG49pbD8ePHZfTo0R3bUagnnHCCTg/9FXubCmKyvwv/4/dfddVV8v333+t+I/4vKyvT23GuqOwYWdy1a1fcBwlwDNxuu891112nrUVNTU3HjX+c80UXXSR79uyJehggDBo8nFt9fX3M0e1Uaf/6a9m1c5e8oxrOWBMsTU/AOQI8ZAHCywACOO+883SlxjljGRUeAkXDZMsA5xls3FCWqAu4bYh90CjaQTybPuoNrjtGcFEvwg9ZxKpjoLi4WN/7tnUgXDdRz9BgoG7Zeog6cvXVV+vjcD7woFDetnxR7y+//HLt8dnfET4mEw9ZdHufduHChV3ubwEUQqx7Xy6ByhLvkbZE23IFGkdUml8b9j5t+J4qSY2kR49J5vk1CpakH74wQDIOLW16oaUlxDNoaQnxDFpaQjyDoiXEMyhaQjyDfdokwEMWyfDokr/r+cMLH9FzQjIBLS0hnkFLmwTW0nYX3vSf/4o8WvmnOZFoC4RkAlpaQjyDoiXEMyhaQjzDHdGOXSBrN2yQDRvWyoLO1x7d4Z7l+r3UqOnZKikzmwnJFg6IdowseEKJ9W6Rbe+m9zs2aWXdPP3ObudUK039SmQ+hUuyTM5Fe/djs2XYwZUy7f6l0mzW+UG11LzVLtLvbLnYrCEkG+RctE//eZr8cfnrZokQ0h0ciEqV8VUya3SetL9Vo2wuIdmDou0JSqgb7SDU3BLJa66VqVWvmo2EZAeKtifUV8rUwGBUrZQrAW+UqvFmOyFZgKLtBdUP1kqT5EnxWI4fk+xB0RLiGRRtypRJ1bPlMlTZ2q3s15IskvO3fMbMWyuzR8V5X/Wr92Tl/Usl1zeE8JbP2AVPyZxron9n+1vLogai+JYPyQZ8NS8J+GoecQm6x4R4BkVLiGdQtIR4BkVLiGdwICoJko3GuOQfj+r5wr88rOeEZAJaWkI8g5aWEM+gpSXEMyhaQjyDoiXEMyhaQjyDoiXEM5wYPS4YUyFTLss3S4q2vVKzfoccNYtOgZAzCDUj7dK4YqpU1pv1AcoqN8r80XlmSdFcK5Me7HkkqS7pWFobZdmdlRJ8ITBdeRL3ybml1YK94BOpWb1aVuupQVryR8iUilIpMPu4Ad6frZO6GSJbETo1DtNX1SnxiBK0CUuzolHaC8ulbtV0s0dPaZLaQIgbPYUEm/48icvkXLRHX18vq6Os6gF5Y0+bSP4QKRpgVjnA9FXzpfjAMi2Yj8y6LigrPLFQyey5gAVGXKnnmkQKJ2YmllQu8iQ5hX3aJKl+cFK3kRfLxhYrt7lJdq8xKzTKQo8fquaZiSWVizxJbnFStAW/Rf+2TY4eiSz7wsUDVJ+y9XjAEk+XlXWw0LXS2KokNCCVbxEMlfIE3w/KTJ7EZdwT7fBbZdxgNT98UDnKHjNjpRLZRDmu+plTq+I61Al5tWpqdF/Wfj+obqWSZgzSkCdxH7dEqwQ78/eDIqPHW/yV7MWVG6XudpHaSbFHl1OnWmajr6qs75UzImssmcuTuIY7oh1QKhUQrLRIg6u3e7rhoyP4IFeJlBftk2WTZgc+F3KxnN1PpP1IGqxf03HB2PXAQREnOSt5EqdwQ7QQbPkIyYdgV2/21i1+dfs+Laim+uhbMjLjSmUb22Xf9sQDWckQGXjqTCsbeRK3yL1ofyWC1SjhbG1WzuvtgT4nHsa4XcnnrX/33m1VfVY8QBGVVqbzJM6R8yeiiibPjAw8xcKhJ6PiPp0EQk8o4WGH8kKzoAjHR06WcDoqpbhPYaUrT+I+fAmeEM9w75YPISQhFC0hnkHREuIZFC0hnkHREuIZFC0hnkHREuIZFC0hnkHREuIZFC0hnkHREuIZFC0hnpH7FwZstIogLsY9RiiX2xEsLQxCnAZfPo/xRlBvYhCH842TFuMe9x0cfMunSG6dOU4GuSZcLZ6BcV+Ns0RekQu8QmeDm6cgoogQEc/Y5onYy/OlRGK9CpiePIn7OOge27jHZzkWrDwJ0hmDWKU1S1nOqLSUTCvrVVr9SmSKjRGVzjyJF7BPm0bSGoN46Nk6rMxxxHELsma3yqEzRhTjHvc93BPtgFKZcFm+tO15w8HQM3lSMjcQgzgUyjStMYh1ALc8OTtWN1ph02Lc476HG6JFnKiZM2UmJsSLOtwg6193LB7jmtmhGMTLlCgQSHxjbBe0tzGI67fJPiW6qNhPiumryiWOjnufJ/ECN0R7ZIes7/gA12ppkHFKwBVS6tC3fLqi+pdrGrU1DLug6YlBrNK/0zYMndb9yt212j0Oh0Zl3OO+g5N92gNbGqRF8mXIMMeHouoPyWdqZl3Q9McghnCD1n2SzG46XwaqLZ+1RMaOGfe478GBqN6gYwur7ufuiFSyFve4tVFqzMAT4x73PRwUbYGUVoyTQcrW7nStXxsE90Lx0ENzrcy2I7cZjUGMe7T4Du1nUhv8Pm1G8yQukvOHK7p8BV7RtqfGuYGoWHGPm55T7mrUrZYImYp7nCgdxj3uOzDuMSGewT4tIZ5B0RLiGRQtIZ5B0RLiGRQtIZ5B0RLiGRQtIZ5B0RLiGRQtIZ5B0RLiGRQtIZ7h2LPHJhKj+s/Flwb02zOIcmgWpTU6KqIlneFMwy8CMIQqccrSFk2OCNZJEMpFCfaz5zpfSK89ViLzQ3GiILJI2FOz34pGaS8sl7pVwb2SQwtWlPhMfvHSSmeexH3cEe2AUhk5WKTlNUStcI3pslK/n7os6lW86lqEmxkqEytNuJk0hzOtflAJMGgtzbuzUnhl1LuzDKHat3BEtAVSelMkoNvm/WaVS4yPDvHSgQm+ZsPN5CKcKUOo9j2cEG3BmAkyIr9FGra4FzRVY2JB2VjDXeh/vpJJNsKZlsn5/dUskAdDqPY9HBBtkVznbJxjS7XsVm5p3uhZUe5mWeUsKelnFsJkIJypza/9wLYug18ahlDtE+RctHrwqW2vvOhyPCgF+pe1zdHBymfJVm3N5NihKBFlIpxpx+hwc23MMDIModp3yK1oh98q4wa3yd6XHPtCXhz0wJAdyVXT1CqJClOasXCmyoJqweIWU+g2DkOo9j1yKtqiwkHqb76MKDdfF9BT5LZP/mVT9HLFGIdjH+swpU2y1Vi+jIQzhcuLqI9x7gkzhGrfw9lPXea7+HBFgMhDD4HPSxoi6wPfrDUPZEgq0RG7EawlrXkS56Fok6QnTxxFRGQWFKmFM0Wc4/nxB7pC+acnT+IDDKFKiGc4cZ+WEJI8FC0hnkHREuIZFC0hnkHREuIZFC0hnkHREuIZFC0hnkHREuIZFC0hnkHREuIZFC0hXiHyfwdQQnzFL7YLAAAAAElFTkSuQmCC) ![Изображение выглядит как текст

Автоматически созданное описание](data:image/png;base64,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)

Вывод по задаче: одна из сложнейших задач в этой лабе, после продумывания алгоритма правильного перемножения возникали ошибки правильности скобок, но вконце концов результат меня порадовал.

## Задача №21. Игра в дурака [3 баллов]

Пете необходимо решить следующую задачу: сможет ли игрок, обладая

набором из N карт, отбить M карт, которыми под него сделан ход?.

from itertools import groupby

from collections import defaultdict

cards\_priority = {

    "6": 0,

    "7": 1,

    "8": 2,

    "9": 3,

    "T": 4,

    "J": 5,

    "Q": 6,

    "K": 7,

    "A": 8,

}

def beat(deck, card):

    for c in deck:

        if cards\_priority[c[0]] > cards\_priority[card[0]]:

            return c

with open("input.txt") as f:

    \_, \_, trump = f.readline().split()

    deck = [(i[0], i[1]) for i in f.readline().split()]

    cards = [(i[0], i[1]) for i in f.readline().split()]

    deck.sort(key=lambda x: (x[1] != trump, cards\_priority[x[0]]))

    cards.sort(key=lambda x: (x[1] != trump, cards\_priority[x[0]]))

    grouped\_deck = {"S": [], "C": [], "D": [], "H": []}

    for key, items in groupby(deck, lambda x: x[1]):

        grouped\_deck[key] = list(items)

    for card in cards:

        val, suit = card

        if suit != trump:

            res = beat(grouped\_deck[suit], card)

            if res is not None:

                grouped\_deck[suit].remove(res)

                continue

        if suit == trump:

            res = beat(grouped\_deck[trump], card)

        elif len(grouped\_deck[trump]) > 0:

            res = grouped\_deck[trump][0]

        else:

            res = None

        if res is not None:

            grouped\_deck[trump].remove(res)

            continue

        print("NO")

        quit()

    print("YES")

Мы читаем входные данные и сортируем колоду и карты. Затем мы группируем колоду по мастям и перебираем все карты в руке, если найденная карта козырная. Если да, то берем первую карту из козырной колоды. Если это не козырь, то мы пытаемся побить его картами той же масти. Если мы не можем побить ее картами той же масти, тогда мы пытаемся побить ее козырными картами. Если мы не можем побить его козырями, то печатаем NO и выходим из программы. Если мы можем побить его, то убираем карту из колоды и продолжаем со следующей карты в руке. Если мы побили все карты, то выводим YES.

Результат работы кода на примерах из текста задачи

Вывод по задаче: Задача помогает разобраться со входными данными и правильной работой со словарями.

## Задача №22. Симпатичный узор [4 баллов]

Нужно создать как можно больше симпатичных узоров.

def binnary(i, N):  
 string = format(i, 'b')  
 string = string[::-1]  
 while len(string) < N: string += "0"  
 return list(map(int, list(string)))  
  
  
def check(array\_1, array\_2):  
 for i in range(len(array\_1)): array\_1[i] += array\_2[i]  
 for i in range(1, len(array\_1)):  
 if array\_1[i] == 0 and array\_1[i - 1] == 0: return False  
 if array\_1[i] == 2 and array\_1[i - 1] == 2: return False  
 return True  
  
  
def opportunities(N):  
 results = []  
 var\_1 = generator\_options(N)  
 for i in var\_1:  
 results.append([])  
 var\_2 = generator\_options(N)  
 for j in var\_2:  
 if check(i[:], j[:]):  
 results[-1].append(1)  
 else:  
 results[-1].append(0)  
 return results  
  
  
def generator\_options(N):  
 for i in range(pow(2, N)): yield binnary(i, N)  
  
  
def main(array, W):  
 result = [1] \* len(array)  
 new = [0] \* len(array)  
  
 for i in range(W - 1):  
 for j in range(len(new)):  
 for k in range(len(array[j])):  
 if array[j][k] == 1: new[j] += result[k]  
 result = new.copy()  
 new = [0] \* len(array)  
  
 return sum(result)  
  
  
input\_file = open("input.txt", "r")  
H, W = map(int, input\_file.readline().split())  
result = main(opportunities(min(H, W)), max(H, W))  
  
out\_file = open("output.txt", "w")  
out\_file.write(str(result))

Создаем поле нужного размера.

Проверяем на наличие симпатичного узора все ячейки подряд кроме Правых крайних и нижнего ряда

Вывод:

Теперь смогу красиво плитку на даче положить.
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# Вывод

Полное удовольствие при отрешивании задач динамического программирования, конечно сжатые сроки оставляли желать лучшего при начинании, но в целом результат в дальнейшем повлияет на ускорение алгоритмов и понимание работы с ними.